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Abstract – In this paper we have designed an architecture for the generation of a business application, that allows to business users to adapt their processes to the constant change. At the moment all the architectures based to a great extent on SOA allow to modify the processes in a short period of time, but we go beyond and give the possibility to the business user of modifying their processes. To design this architecture, we rely on the fundamental use of two technologies: BPM (Business Process Modeling) and MDE (Model Driven Engineering). Inside these technologies we focus on the creation of a business process notation extended from BPMN that is agile, easy to learn and design, and capable to provide semantic information about the process. Therefore this notation allows business process to modify their processes to achieve the proposed goal.
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II. SIMILAR ARCHITECTURES AT THE MOMENT

At the moment we have not found architectures for the design of applications that allows the business user to modify or to add new processes. Therefore we will present those architectures that, being based on BPM and MDA, they try to orientate the user towards the development of applications that satisfy their goals. Previously we need to define what we understand for BPM and MDA.

For BPM we understand those graphical notations that allow us to represent the business processes of a certain organization or company.

For MDA [1,3,4] we understand those architectures that driven by models try to separate the functional specification of the system to the specification of the implementation of this functionality in a specific platform.

Once clarified the area of the technologies that allow us to filter the existing architectures, we will continue to see them in detail.

A. BPM with Activity Diagrams UML 2.0 and MDA

This architecture is characterized for being easy and simple of integrating due to the great relation that exists between the activity diagrams and the class diagrams. The class diagrams will allow to MDA to generate the final application.

1) Stage of description

This architecture focuses on the use of activity diagrams for the representation of the business processes. In the work [5] the activity diagrams are obtained and through of transformations based on code the class diagrams are achieved. Each activity of the activity diagram is mapped to one class in the class diagram. Once obtained the class diagrams they are moved to a MDA tool that will generate the specified application from the class diagrams.

In the work [6] we pretend to generate Web services from the activity diagram. Thank to an UML profile these diagrams provide enough information to be transformed to class diagrams and finally, through the class diagrams, MDA will generate the Web services.
2) Stage of review

These architectures provide various easy and simple transformations of the activity diagrams to the class diagrams, but they were rejected as a point of departure for our architecture due to the lack of expressiveness that has the activity diagrams UML 2.0 with regard to another notation for the modelled of business process as BPMN (Business Process Modeling Notation) [7]. This lack of expressiveness it is commented in detail in [8,9].

B. BPM with BPMN and MDA

This architecture is characterized for being one of most used and complex, moreover in the most of cases it is completely orientated to services.

1) Stage of description

This architecture focuses on BPMN use on the level CIM of the MDA. BPMN is a standard developed and promoted by BPMI (Business Process Management Initiative), whose principal goal is to provide an understandable notation for anyone, from analysts to business users as well as to assure that the languages for the business process execution could be visualized by a common notation.

In the works [10,11], applications orientated to SOA are generated. Therefore BPMN diagrams are transformed to a process model executable language, which in this case is WS-BPEL (Web Service Business Process Execution Language) [12, 13, 14]. WS-BPEL is a standard defined by OASIS (Organization for the Advancement of Structured Information Standards), capable of specify, to achieve the automation of the business processes, to orchestrate the multiple activities of the Web services, to interpret and to execute the processes following a certain architecture. Once obtained the model WS-BPEL it will be generated the whole application with MDA help.

In the works [15, 16] is proposed to pass from BPMN to UML 2.0 activity diagrams and later, from these, pass to class diagrams or to class diagrams directly as it happens in [15], where transformations are made through QVT (Query/View/Transformation)[17]. In the work [16] is considered to pass from BPMN to class diagrams with the addition of an ontological search of terms belonging to the domain of the application, which provides help to identify classes of the domain, to be able to come to a class diagrams checked enough. Once obtained the class diagrams, MDA will generate the application.

2) Stage of review

In the works [15, 16] even using BPMN as notation for the business process modelled, an information loss is produced during the pass from BPMN to class diagrams, because they are not capable of express clearly error notations and exceptions and some others aspects.

On the other hand, the works [10,11] this information loss is not produced in the transformation from BPMN to WS-BPEL. Moreover the transformation from BPMN to WS-BPEL is the most supported by all the both commercial and free tools existing nowadays (Intalio, Oracle BPEL Process Manager, WebMethods) so this transformation is practically direct. The proposed architectures in the works [10,11] were considered as a point of departure for ours.

C. BPM with Owner Business Process Modeling Notations and MDA

This architecture is characterized for being most complex and less used at the moment.

1) Stage of description

This architecture in the work [18] presents the integration between two commercial tools: Bizzdesigner and OptimalJ. This integration tries to combine the design and analysis of business process in enterprises application development based in MDA. Bizzdesigner [19] is used for the design, analysis, documentation and information related with business processes. Bizzdesigner uses one owner notations for BPM.

OptimalJ [20] is a MDA implementation based in Eclipse [21]. OptimalJ allows a quick design, development and deployment of J2EE applications. This architecture uses Bizzdesigner to design and model the business process on the level CIM, whereas for the level PIM and PSM use OptimalJ.

2) Stage of review

This architecture quickly is discarded because use one owner notation for the Business Process Modeling. This is a problem which involves explaining to business users this notation moreover tool dependence on Bizzdesigner. Therefore this does not allow using another tool or notation for the Business Process Modeling to business users.

III. DESIGNED ARCHITECTURE FOR BUSINESS APPLICATION

The designed architecture has as goal to allow to business users adjustment to the constant changes that suffer their processes. For this reason it allows to any user himself to modify the business processes, in order to adapt them to the new needs that are produced constantly. These modifications will produce changes in the behavior of the application through the architecture proposed by OMG for MDA.

We applied this architecture to our application of food traceability of “Cabrales Cheese”, beginning from an application based on MDA, already implemented and into operation with its CIM, PIM and specified PSM. Below we show the business process model for the application "Cabrales Cheese".
The principal difference of this architecture is going to have one more layer of abstraction belonging to the level CIM. This layer will include the graphical notation that allows representing the business processes of the application.

This graphical notation is BPMN which is the one more extended nowadays for business processes. BPMN is a notation understood by analysts, developers and business users but the last group of users are not capable of use such notation to modify its business processes without need any technical knowledge [22]. To solve this problem we propose an extended notation of the own BPMN but easier, agiler and simpler for the business users, so that it allows them to modify the business processes without any need of technical knowledge. We show below the designed architecture with the levels proposed by MDA. In this figure we focused more the level CIM which is most important.

Inside of the level CIM one important layer is the referred to the transformations between the business process diagrams and the model PIM of our MDA, in which we make two transformations with ATL [23]. One of them model – model of BPMN to XPDL [24] and the other one – text of XPDL to PIM.

XPDL (XML Process Definition Language) developed by WfMC (Workflow Management Coalition) [24] is a language both textual and graphical that allows us to model the business processes but focus ourselves more on how it may be the work-flow, in order to achieve business goals. One of the most important XPDL advantages is the interoperability that offers between all the tools that support it, as far as it is a XML file that represents even the coordinates X and Y of all the elements that need graphical representation. We use XPDL 2.0 because its version 1.0 as it is said in [25, 26] has little expressiveness and does not support all the BPMN elements.

Once done the transformations BPMN to XPDL and XPDL to PIM, we obtain the input XML file which is send to the PIM. In this moment we will already have everything which is necessary for the application independently of the platform in an only XML file. Therefore we can already generate our application. Principally we have to comment that our application is not orientated to services due to requirements of the user, what means an added difficulty with regard to the architectures taken as point of departure.

We follow the paper on those points that involve an added difficulty at the moment of apply our architecture.

A. The Simple Business Process Modeling Notation - SBPMN

As it is commented in [22], nowadays BPMN is a notation understood by analysts and business users but never a business user is able to make a diagram with BPMN himself, due it contains terms and properties with technical character. For this reason it is proposed the use of SBPMN (Simple Business Process Manager Notation) that follows the standard defined by BPMN excluding and changing those concepts that could need technical knowledge. With this goal we develop an editor for SBPMN Fig. 3. This editor has as an objective to provide major simplicity and to help the business user at the moment of creating a SBPMN diagram. Someone of the points most distinguished of this editor are:

- Contextual helps for every notation element, allowing the user to know all the possibilities offered by each element.
• Control of errors, indicating the possible solutions that the user should take to solve the error.

• Validation of the diagrams, verifying that the represented diagram fits the notation SBPMN and certainly BPMN.

• Reduces the decision tasks on the part of the business user at the moment of selecting one element or another.

• Exportation of the diagram to XPDL 2.0 format, allowing to extend this functionality to include any other format as WS-BPEL.

Later we show a picture of the editor SBPMN.

Fig. 4 Editor SBPMN

One of the points that reduces the decision tasks in the business user’s side, is the use of gateways or tasks elements.

Among the main elements of the notation we make a reform in the offered tasks in BPMN. Actually BPMN only offers one element, Simple Task. In SBPMN we classify the tasks in three types: Human Task, Automatic Task and Simple Task, these task provide us more semantic information about the type of the process. This type of additional information had been really important for the authors of the work [10] where they created a group of primitives in the business process modeling for the creation of a navigability diagram through BPMN. Next we show in the Table 1 the different type of tasks in SBPMN.

<table>
<thead>
<tr>
<th>BPMN</th>
<th>SBPMN</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task</td>
<td>Simple Task</td>
</tr>
<tr>
<td></td>
<td>Human Task</td>
</tr>
<tr>
<td></td>
<td>Automatic Task</td>
</tr>
</tbody>
</table>

Table 1 BPMN Task and SBPMN Tasks

In BPMN the user is about to choose the gateway that fits his problem, on the other hand in SBPMN the user choose an unique gateway and, it depends on the needs required by it, the user will introduce some kind of parameters or other ones in order to define the functionality of it. Later with these parameters as a point of departure, the editor will transform in the exportation process to the most suitable BPMN gateway.

<table>
<thead>
<tr>
<th>BPMN</th>
<th>SBPMN</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gateway AND</td>
<td>Gateway</td>
</tr>
<tr>
<td>Gateway Complex</td>
<td></td>
</tr>
<tr>
<td>Gateway OR</td>
<td></td>
</tr>
<tr>
<td>Gateway Event-based</td>
<td></td>
</tr>
</tbody>
</table>

Table 2 BPMN Gateways and SBPMN Gateway

The help to the user is emphasized in the elements utilization that allow to the user to recognize in the notation those needs without to require big efforts, for it an example is the icons utilization that indicate the functionality of a familiar way in the elements so called events.

<table>
<thead>
<tr>
<th>BPMN</th>
<th>SBPMN</th>
</tr>
</thead>
<tbody>
<tr>
<td>Event Cancel</td>
<td>Event Cancel</td>
</tr>
<tr>
<td>Event Exception</td>
<td>Event Exception</td>
</tr>
<tr>
<td>Event End</td>
<td>Event End</td>
</tr>
<tr>
<td>Event Timer</td>
<td>Event Timer</td>
</tr>
</tbody>
</table>

Table 3 BPMN Events and SBPMN Events

On the other hand we discard the model proposed by the work [22] since this one allowed to the user to define the requirements and functionalities of the application with a textual format. Therefore this information never could be
represented in a formal language.

1) Evaluating the notation

All characteristics of this notation have been evaluated through two tests. These tests are one about BPMN and another about SBPMN. These tried to evaluate the same aspects with each notation to demonstrate that SBPMN is simpler, easy to learn and use and agile than BPMN. The tests were structured in three blocks: Notation elements identification, Notation elements matching from the needs and Identification of process modeling mean from notation. The tests were realized by 75 people with different levels in the business process modelling. Below we show a figure that represents the total percentage of skills and failures for every notation without considering the division proposed depending on the level of the users.

As it is possible to observe in the figure 4 we can define through SBPMN all the necessary semantics. In this case we can represent the capture of exceptions, flows with condition, utilization of artifacts.

C. Navigation model

One of the initial questions was the navigation model. With the study of the works [10,27] we discovered a methodology to elaborate the navigation model starting from the business process model. In the works [10,27] was commented that in the business processes described in any diagram there are three kind of processes: executed by the user, automatic and external services. All these types of processes are defined in the business process diagram through BPMN, therefore those processes which need human interaction may appear defined in the navigation model.

To carry out the model – model transformation it was established the transformation between the business process model and the navigation model and later it was necessary a second transformation, in this case a model - text transformation which changes the existing navigation model to the presentation technology chosen for the application.

D. Information rendered

In this point we have to bear in mind that as we have an application for an company, they have templates with a determined format for the information rendered, that is why it is drastically reduced the complexity that this point showed at the beginning.

On the other hand for the forms design it will be used XForms [28] that will allow the creation of forms for those processes that need the active partition of the user.

E. Transformations model-model and model-text

In the CIM level it takes place two transformations modelBPMN - modelXPDL and modelXPDL - textPIM. These transformations could have been solved rapidly through the use of BPDM (Business Process Definition Metamodel) [4, 29]. BPDM is a metamodel proposed by
OMG for the MDA paradigm. This metamodel has not been declared as a standard yet but a lot of works so assure that it will finally does. It tries to establish the logical relations between the different types of business process modelled independently of notation or methodology, trying to define the connections between terms and concepts. Therefore any notation like BPMN or the UML 2.0 activity diagrams would be able to use the BPDM metamodel as a bridge to any other metamodel for example to UML class diagrams or to XPDL metamodel.

This technology has not been used due to the fact that there is no official specification and it still has not been adopted as standard by OMG. Therefore to make these transformations ATL has been used defining the transformation rules manually. ATL is a language of transformation model based on the standards OMG [2], MOF [17], QVT [17] and OCL 2.0 (Object Constraint Language). It is a hybrid language since it works with declarative and imperative constructions. The declarative constructions are the option preferred to write transformations, since they are clear and precise. They allow to express correspondences, between the elements of the source model and of the target model, from a series of compositions of rules. Additionally the imperative constructions provide builders to make easy the specification of correspondences that in a declarative way would be much more complex.

1) Transformation from model BPMN to model XPDL

Beginning with the use of ATL as a transformation metamodel between both models we have to emphasize that MDA forces the use of upper models such as metametamodels. In our case we will use MOF, Ecore (Eclipse Modeling Framework). To facilitate the work and avoid the transformation from a KM3 model to a Ecore metametamodel, as it was commented in [31], we decide to use Ecore's existing metametamodels for BPMN 1.0 and XPDL 2.0 that can be downloaded from Eclipse. Finally we use the ATL transformation rules defined between both models obtaining the XPDL model.

![Fig. 6 Example of the file of transformation atl](image)

The objective of using XPDL 2.0 owes especially to its interoperability power and to the critical fact of expressing all the necessary semantics that BPMN owns. For the creation of this transformation we have born in mind the experiences of the works [30,31], obtaining a complex but efficient transformation.

2) Transformation from model XPDL to model PIM

For this last transformation we have also used ATL and the XPDL model obtained in the previous transformation. Therefore it is only necessary to define the ATL equivalence rules between the XPDL model and the input XML format to the PIM of our MDA. The result is a XML file that will be the necessary for our PIM level.

![Fig. 7 Example of XML of the PIM](image)

Fig. 7 Example of XML of the PIM

IV. GENERATION OF THE APPLICATION

Once overcome the points that represented a difficulty in the creation of the architecture, we can establish that from the transformations commented in the point 3.5 we obtain the complete CIM. The output provided by the CIM corresponds with the XML necessary for the PIM, from the PIM our MDA it is capable to generate all the application. The generation of the application through MDA is commented with more detail in the work [1].

![Fig. 8 Example of a screen of the application](image)

Fig. 8 Example of a screen of the application
V. CONCLUSIÓN

The designed architecture in this paper pretends to offer an system over the current technologies, to be able to allow to the user to modify the behavior of his application through a business process notation simple and understandable without need of technical knowledge. To confront such a challenge we tried to find technologies that were bringing us the most possible over the fulfillment of our goals for this reason we mix the power of BPM and the capacity of applications generation of MDA. These two technologies were bringing us over to the resolution of the problem, but themselves they were not solving it.

Therefore we had that to extend BPMN, to obtain a notation that was understood by the business user, for this reason we created SBPMN.

Later we checked that the pass between the SBPMN diagram and the PIM of our MDA. It was difficult because it required complex transformations and the same time SBPMN would have to be able to represent more aspects as the navigation, semantics.

We think that this architecture represents a point of departure for the business application generation that allows the immediate and simple adjustment the changes without need of costly tasks.

VI. FUTURE WORK

Inside the future work of this paper we need to finish the SBPMN editor of the CIM layer. Also we want to improve those points where we have detected a higher percentages of failures that provoked confusion or the lost of time in the users when they made the tests.

Others of the possible points of investigation it is the information rendered since at the moment we focus on only in the use of existing templates, with what we reduce drastically the possible errors that could arise at the moment of the information rendered beginning with the navigation model generated from the business process model.
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